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In a series of studies, we have examined the feasibility of creating sensor-based statistical models 
of the interruptibility of office workers [5], explored the degree of robustness that we might 
reasonably expect from such models [3], and studied human ability to use audio and video 
recordings to estimate the interruptibility of an office worker [2].  Our studies indicate that 
sensor-based statistical models can predict self-reports of interruptibility as well as or even better 
than people viewing audio and video recordings of office workers. 
 
As a part of continuing this line of research, we are now building AmIBusy, a system for 
Automatically Modeling Interruptibility By Unobtrusively Sensing You.  AmIBusy will use 
collected interruptibility observations, such as self-reports, and logs of sensor readings to 
automatically learn individualized sensor-based statistical models of interruptibility.  In this 
position paper, I focus on AmIBusy as an example of a tool to provide application programmers 
with a high-level abstraction in a ubiquitous sensing environment. 
 
As our world continues to be filled with many small computational devices, it is becoming 
increasingly unreasonable to expect that people will directly supervise, configure, or even bother 
to notice all of the computational devices in their lives.  Programmers building applications for 
this world also cannot reasonably be expected to anticipate what devices might be present in an 
environment, but must instead be provided with useful abstractions.   
 
Inspired by the abstractions provided in desktop user interface software toolkits [7], a variety of 
research projects are exploring abstractions of physical sensors and physical input devices.  For 
example, Papier-Mâché can provide high-level events related to the appearance of an RFID near a 
reader, the scanning of a barcode, or a computer vision system, without requiring the application 
programmer to know exactly what model of RFID reader or what type of barcode is involved [6].  
The Context Toolkit offers similar abstractions, such as informing an application that a person is 
present at a given location, without requiring the application to understand whether the 
notification was prompted by the detection of an RFID, the docking of an iButton, or the entry of 
a username/password combination [1]. 
 
AmIBusy seeks to provide a different type of abstraction.  Rather than abstracting how 
information was collected, AmIBusy seeks to abstract what information was collected.  To 
clarify, the deployment of many sensors and input devices into the world is currently hampered 
by the difficulty of deploying such devices and obtaining information from them.  But once 
widely-deployed toolkits provide useful abstractions of devices like “object detector” (which 
detects the presence of some object), “person detector” (which is an object detector, but only 
detects people), and “named person detector” (which is a person detector that can report who has 
been detected), it seems that we may encounter a different problem.  We might find that so much 
sensed information is available that application programmers will have a difficult time making 



good decisions about what sensors are appropriate for an application.  And even if an application 
programmer selects the best possible set of sensors, those sensors might not be available in all 
locations or new, more appropriate, sensors might become available shortly after the application 
programmer commits to the existing sensors. 
 
AmIBusy seeks to mitigate these problems by providing a high-level abstraction that can be 
estimated from whatever sensors are available in an environment.  Application programmers can 
use interruptibility in their programs (for example, delivering notifications only when a person is 
in their office and their interruptibility is medium or better [4]), and AmIBusy will automatically 
use interruptibility observations and the sensors available in an environment to estimate 
interruptibility.  If new sensors become available or existing sensors are removed, AmIBusy will 
adapt its statistical models to provide the best model of interruptibility that it can create, without 
the need for additional attention from the application programmer.   
 
While participating in this workshop, I hope to share the viewpoint that, although most systems 
currently use only a handful of sensors or physical input devices, we need to design our toolkits 
such that they might eventually support many devices.  For example, a system that uses only a 
handful of sensors or physical input devices might subscribe to one by providing the toolkit with 
a unique identifier entered by the application programmer, but an automated system will instead 
want to query the toolkit for a list of available sensors and physical input devices.  Similarly, an 
application programmer will probably have some knowledge of the location of the sensors and 
physical input devices they use, but an automated system may need to be able to query the toolkit 
for the location and other physical properties of devices.  Note that this does not necessarily 
imply the tedium of maintaining a database containing information about each sensor.  Instead, a 
toolkit might use its knowledge of how devices communicate to infer information about their 
relative location (a device communicating via short range radio is relatively close to the access 
point it is communicating with, and it is also relatively near any other devices communicating via 
the same access point).  A variety of such issues will arise as we see the differences between an 
application programmer configuring a dozen sensors or input devices and an automated system 
examining the utility of hundreds of sensors and input devices.  
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