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Syntax
- \( (x << 2) + 1 \)
- \( x + x + x + x + 1 \)

Semantics
- \( 4 \times x + 1 \)
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∧ Sorted(f(L))
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Target Behavior
\[ \text{Permutation}(L, f(L)) \land \text{Sorted}(f(L)) \]

Syntax
- Bubble Sort

Semantics
- Quicksort
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Sensors and simulation

Machine learning
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High-Level Synthesis (HLS)

Place and route
Timing closure
Crosstalk and feedback
Quantum!
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Synthesizing circuits from high-level languages

Mark Wyse
UW grad student and HLS extraordinaire
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Synthesizing circuits from high-level languages

float dist(float a[3], float b[3]) {
    float r = 0;
    r += (a[0] - b[0]) * (a[0] - b[0]);
    r += (a[1] - b[1]) * (a[1] - b[1]);
    return sqrt(r);
}
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Defining system behavior by observation

Programming by example
Synthesizing x86 instruction specs

Godefroid and Taly. Automated Synthesis of Symbolic Instruction Encodings from I/O Samples. PLDI’12.
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FlashFill

Version Space Algebra
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Synthesis of Loop-Free Programs

\[
f(x, y) = \left[ \frac{x + y}{2} \right]
\]

- `add`
- `and`
- `xor`
- `>> 1`
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Diagram:
- x
- y
- f(x, y)
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- Learn search heuristics from existing code
- Mine existing code bases for common idioms
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Selecting among many candidate solutions
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\[
\text{bit}[W] \ \text{popCount}(\text{bit}[W] \ x) \ \{ \\
\quad x = (x \ & \ 0x5555) + ((x \ >> \ 1) \ & \ 0x5555); \\
\quad x = (x \ & \ 0x3333) + ((x \ >> \ 2) \ & \ 0x3333); \\
\quad x = (x \ & \ 0x0077) + ((x \ >> \ 8) \ & \ 0x0077); \\
\quad x = (x \ & \ 0x000F) + ((x \ >> \ 4) \ & \ 0x000F); \\
\quad \text{return} \ x; \\
\}
\]
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```c
bit[W] popCount(bit[W] x) {
    x = (x & 0x5555) + ((x >> 1) & 0x5555);
    x = (x & 0x3333) + ((x >> 2) & 0x3333);
    x = (x & 0x0077) + ((x >> 8) & 0x0077);
    x = (x & 0x000F) + ((x >> 4) & 0x000F);
    return x;
}

bit[W] popSketched(bit[W] x) {
    loop (??) {
        x = (x & ??) + ((x >> ??) & ??);
    }
    return x;
}
```
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```c
bit[W] popSketched(bit[W] x) {
    loop (??) {
        x = (x & ??) + ((x >> ??) & ??);
    }
    return x;
}

int[] map(int[] xs) {
    int[] ys = {};
    for (int i=0; i<xs.length; i++) {
        ys.append(??(xs[i]));
    }
    return ys;
}

int[] foldl(int[] xs) {
    int acc = ??;
    for (int i=0; i<xs.length; i++) {
        acc = ??(acc, xs[i]);
    }
    return ys;
}

int[] filter(int[] xs) {
    int[] ys = {};
    for (int i=0; i<xs.length; i++) {
        if (??(xs[i])) ys.append(xs[i]);
    }
}
```
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